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Abstract. Software product lines are long-living systems that evolve
continuously over time to satisfy the new requirements of customers. This
evolution consists of adding or modifying features in the core platform
of the product line or in derived products. As a result of this change,
many model defects can occur, such as inconsistency and duplication. In
this paper, we describe our work which proposes a framework to manage
the software product line evolutions. The aim of the framework is to
formalize the representation of the software product line models and
the specifications of the new evolutions. Then, a set of algorithms are
provided which enable the detection of feature duplication.
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1 Introduction

The Software Product Line Engineering (SPLE) [1] is an approach that aims at
creating individual software applications based on a core platform, while reduc-
ing the time-to-market and the cost of development. Many SPLE-related issues
have been addressed both by researchers and practitioners, such as variability
management, product derivation, reusability, etc. The focus of our work will be
on SPL evolution.

The evolution of a SPL involves both changes in the domain model of the
product line and the application models of derived products. This evolution
consists of adding new features or modifying or deleting existing ones. As a result
of these changes, many model defects can arise. In the literature, many papers
have dealt with defects such as the incompleteness and inconsistency of features
[3], [4], [5] and the non-conformance of constraints [6]. Other papers have dealt
with duplication in the code level [7], but few have addressed the problem of
features duplication. Our study is different because it aims at finding a solution
to the problem of duplication in the feature level, which helps avoid wasting
time and effort in implementing duplicate functionalities. Thus, we propose a
framework that focuses especially on this specific issue.



Our approach allows, among others, to formalize the representation of the
feature models related to software product lines and of the specifications of the
new evolutions. Based on the unification of these inputs, a set of algorithms are
proposed to enable an efficient detection of features duplication. An automated
tool will be developed and its accuracy will be verified incrementally using a
case study until we achieve satisfying results.

The rest of the paper is organized as follows. Section 2 positions our approach
with related works. In Section 3, we define the research questions and the research
goal. In Section 4, we describe the methodology used to carry out our study,
namely the DSRM process model. Section 5 explains our approach aiming at
detecting duplication when evolving software product lines and presents the
progress of our work. Finally, Section 6 concludes the paper.

2 Related Work

A plethora of papers have dealt with evolution in software product lines. This
evolution concerns either the feature level, the architecture level or the code
level. In our approach, we focus especially on features evolution. When evolving
the product line or its derived products, some defects can be introduced to the
existing models. Several papers in the literature have addressed model defects.
For example, Guo and Wang [12] propose to limit the consistency maintenance
to the part of the feature model that is affected by the requested change in-
stead of the whole feature model. Romero et al. [5] introduced SPLEmma, a
generic evolution framework that enables the validation of controlled SPL evo-
lution by following a Model Driven Engineering approach. This study focused,
among others, on SPL consistency during evolution. Mazo [13] defines differ-
ent verification criteria of the product line model and classifies them into four
categories: expressiveness criteria, consistency criteria, error-prone criteria and
redundancy-free criteria.

Since the model defects are introduced most of the time from specifications,
many studies have dealt with the detection of defects in specifications. For in-
stance, Lami et al. [14] present a methodology and a tool called QuARS (Qual-
ity Analyzer for Requirement Specifications) which performs an initial parsing
of the specifications in order to detect automatically specific linguistic defects,
namely inconsistency, incompleteness and ambiguity. Kamalrudin et al. [15] use
the automated tracing tool Marama in order to give the possibility to users to
capture their requirements and automatically generate the Essential Use Cases
(EUC). This tool supports the inconsistency checking between the textual re-
quirements, the abstract interactions and the EUCs. Holtmann et al. [16] pro-
posed an approach that uses an extended CNL (controlled natural language)
from the automotive industry. The CNL requirements are first translated into
an ASG (Abstract Syntax Graph) typed by a requirements metamodel. Then,
structural patterns are used to allow an automated correction of some require-
ments errors and the validation of requirements due to new evolutions. A system
called CIRCE was introduced by Ambriola and Gervasi [17]. The system pro-



cesses natural language requirements to build semi-formal models in an almost
automatic fashion, then checks the consistency of these models and produces
functional metric reports. Zowghi [4] provides an evolutionary framework that
deals with inconsistency and incompleteness in a way that ensures the correct-
ness of specifications.

An analysis of the literature shows that the majority of studies deal with
inconsistency, while the problem of feature duplication has not been thoroughly
treated. In addition, these studies focus either on the detection of defects in
feature models or in specifications, but do not address the comparison between
the new features and the existing ones to avoid the introduction of defects into
the SPL.

3 Research Questions and Research Goal

Feature Duplication is among the defects that can be introduced into the model
during software product lines evolution. According to [18], this defect occurs
due to many reasons, such as mistakes in the design, the non-synchronization
between the different people working on the project, the rapid implementation
of requirements without referring to the existing models, etc. In the purpose of
solving this problem, we need to answer the following research questions:

– How can we define feature duplication?

– How to detect feature duplication when evolving software product lines?

– How can we avoid the introduction of duplication in the SPL?

When evolving a software product line, the duplication of features must be
verified in three levels: in the feature models (domain model and application
models), in the specification of the new evolution, and between the feature mod-
els and the specification. Thus, other specific research sub-questions have to be
answered:

– How can we formalize the representation of the feature models and the nat-
ural language specifications in order to facilitate the deduplication process?

– How can we detect feature duplication between the new specifications and
the existing feature models?

– How to avoid the introduction of duplicate features from specifications to
the existing models of software product lines?

Based on the research questions, the goal of our work is to construct:

”A framework that aims at formalizing and unifying the representation
of the SPL feature models and the specifications of new evolutions, de-
tecting duplicate features, and generating duplication-free specifications.
To enable an automatic deduplication, a tool will be developed based on
the proposed framework.”



4 Research Methodology

In our study, we adopt a design science approach in IS. The purpose of design
science as stated by Hevner et al. [19] is to build and evaluate IT artifacts de-
signed to solve identified business problems. In order to structure our work, we
use the Design Science Research Methodology (DSRM) process model proposed
by Peffers et al. [20]. It is a sequential process based on six main activities:
Problem identification and motivation, Definition of objectives for the solution,
Design and development, Demonstration, Evaluation and Communication. Fig-
ure 1 illustrates the customized steps of the adopted process.

Figure 1. The DSRM process model applied to our research (adapted from [20]).

In the rest of this section, we describe the details of each of the process steps.

4.1 Problem Identification and Motivation

The introduction of new features into the domain and application models of
a software product line can be the source of many model defects (e. g. incon-
sistency, incorrectness, incompleteness, redundancy). A review of the literature
has shown that these defects have been treated by several studies, while little
attention has been given to the problem of feature duplication.

The main objectives of a software product line are the reduction of time-
to-market, the reduction of cost, and the improvement of product quality. The
introduction of duplication in a SPL prevents from meeting these objectives,
because it causes a waste of time, money and effort by implementing the same
functionalities many times. In addition, duplicate features can change indepen-
dently from each other, which may cause inconsistencies in the model. For exam-
ple, a feature can be deleted or modified while its copy in another place remains
the same, which leads to a contradiction. Moreover, duplication in the feature
level impacts the quality of the product by causing the famous problem of code
cloning, resulting in the recurring-bug problem and the increase of the mainte-
nance effort [21]. A solution is thus necessary to detect duplicate features in the
first step of an evolution, which is requirements analysis, which helps avoid their
inclusion into the existing models from the very beginning.



4.2 Definition of Objectives for the Solution

The objective of our solution is to detect feature duplication between the existing
feature models and the new specifications related to a software product line
evolution. To achieve this, our artifact has two main concerns. First, the artifact
must allow the formalization of the feature models and the specifications in order
to facilitate the verification of defects. The second concern of the artifact is to
detect and remove duplicate features by providing a set of algorithms.

4.3 Design and Development

This step consists of designing and building the artifact. Hence, we define in
details the basic framework of our approach, which should meet the objectives
set during the previous stage. The first action is thus to identify a method and
select tools to formalize the representation of the framework inputs. The second
action consists of defining a set of algorithms to detect duplication in the level
of specifications, in the level of feature models, then between the specifications
and the SPL models. Since manual verification has proved to be time-consuming
and error prone, a tool is to be developed based on the framework in order to
automatize the two actions.

4.4 Demonstration

To demonstrate the efficacy of our solution, we will use a case study from the
CRM (Customer Relationship Management) field. Indeed, a CRM project has to
follow continuously the market change at the lowest possible cost and satisfy new
requirements of customers on tight deadlines. Consequently, an optimization of
the requirements implementation is necessary, which requires an efficient veri-
fication of the model defects, especially duplication. Thus, we take the feature
model of the CRM and the textual specifications of a new evolution as inputs of
the automated tool. In the first place, the two inputs have to be formalized and
unified. Then, the algorithms of deduplication are applied to detect and remove
the duplicate features.

4.5 Evaluation

After the development of the artifact, an iterative evaluation is necessary to
determine how effective it is. This evaluation is carried out using some metrics
such us the number of detected duplications in a specification, or the percentage of
duplicate features between a specification and a feature model. To decide whether
the results generated by the artifact are satisfying or not, we define the required
values of the proposed metrics in agreement with the customer.



4.6 Communication

The identified problem and the proposed artifact are communicated to researchers
through several publications in conferences and journals. Hitherto, we published
a first paper in the proceeding of the ICSEA 2014 Conference [8], in which we
defined duplication and proposed a first design of the framework and the formal-
ization of the basic concepts of our solution. An extended version of this paper
is under review [9]. Two other papers on the same subject are under publication
[10], [11]. In [10], we deal with the duplication detection in the specifications
of new evolutions, while in [11] we address the duplication between the specifi-
cations and the existing feature models. As this work progresses, we intend to
publish other papers to communicate the new results.

5 Proposed Approach and Work Progress

To deal with the problem of duplication in software product lines, we propose an
approach based on a two-process framework. The first process consists of formal-
izing and unifying the representation of the SPL models and the specifications
of an evolution. The second process involves the detection and removal of du-
plicated features caused by the new evolution. Figure 2 represents the proposed
framework.

Figure 2. The Overview of the Framework.

During the domain engineering of a software product line, the common and
variant features of all the specific applications are captured. To document and
model variability, many approaches have been proposed. For instance, [2] intro-
duced the orthogonal variability model which defines variability in a separate



way. Salinesi et al. [22] used a constraint-based product line language. Other
approaches proposed to model variability using UML models or feature models
(FODA [23]). In our study, we opt for the FODA method used by the Feature-
oriented software development (FOSD) paradigm [24] whose objective is to gen-
erate automatically software products based on the feature models. Hence, tools
such as FeatureIDE [25] have been proposed to formalize the representation of
feature models and enable the automatic selection of features of derived prod-
ucts. This tool will be used during the first process of our framework.

During the evolution of a derived product, the requirements are most of
the time expressed in the form of natural language specifications. This form
of presentation makes it difficult to detect the different defects that can occur
(Duplication in our case). To deal with this problem, the solution is to trans-
form natural language specifications into formal or semi-formal specifications.
For this, we adopt a Natural Language Processing (NLP) approach. NLP is a
technology of computer science whose objective is to process sentences in a nat-
ural language such as English and to build output based on the rules of a target
language understandable by the machine. In our study, the purpose is to trans-
form specifications into the same format of the SPL feature models by using
syntax and semantic parsers. The syntax parser analyzes the specifications and
generates the syntactic tree based on the English grammar, while the semantic
parser extracts the meaning of the sentences. The operation of parsing will be
performed using the OpenNLP library [26], which is a machine learning based
toolkit for the processing of natural language text.

The second process of the framework consists of applying a set of algorithms
of search and comparison to detect duplications in the processed specifications,
feature models and between these two inputs. To help define the algorithms, we
need to express mathematically the different concepts of the framework.

So far, we have identified the processes of the framework and its basic con-
cepts [8], [9]. We have started the definition of the algorithms of duplication de-
tection in the specifications [10], and between the specifications and the feature
models [11]. In future work, we intend to implement our approach by designing
an automated tool that takes as inputs the domain feature model of a SPL,
the application feature model of a derived product and the specification of an
evolution. The output generated by this tool is the list of duplicate features in
these inputs and those caused by the evolution. This output will be sent to the
customer to verify his initial needs and change them if necessary.

6 Conclusion

This paper contains an overview of our thesis dealing with software product line
evolution. After a review of the existing approaches concerning the detection
of model defects when evolving SPLs, we decided to focus on the resolution
of a specific problem, which is feature duplication. The objective of this study
is to construct a framework that helps detect and remove duplicate features
introduced by new evolutions. An automated tool is to be developed to avoid



the complexity of manual verification. The evaluation of the artifact will be
performed by applying it to a case study from the CRM field.
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