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Abstract  
Functional size measurement (FSM) is an important basis for measuring productivity and 

estimating the effort required for software activities. Automating FSM can be very valuable 

for organizations with a large number of projects to measure in a very short time, and there 

are several issues related to manual FSM, including measurement errors due to human 

measurers, the cost of measurement, measurers’ subjective interpretations, and assumptions 

regarding the project scope. This paper presents an automated FSM for the C programming 

language, selected for being the most popular programming language from 1965 to 2020 and, 

as of January 1, 2022, in the second position after Python language. The FSM procedure is 

based on COSMIC ISO 19761, which is an FSM method designed based on metrology and 

software engineering principles. An automated measurement prototype tool was also 

introduced. The automated measurement tool can be useful for organizations and 

practitioners.    
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1. Introduction and background 

In software engineering, as in other engineering disciplines, mastering and evaluating software 

development is a concern for both practitioners and industry, and through effective measurement, 

organizations can estimate, control, plan, and learn to perform software work more effectively [1, 2]. 

As Tom DeMarco said in [3]: “You cannot control what you cannot measure”. Measurement is a 

fundamental engineering concept that helps managers to find effective strategies for improving 

software management.  According to the principles of metrology defined in [4], the term of 

measurement is used in the context of “measurement method”, “application of a measurement 

method”, and “measurement results”. There are several options for sizing software: lines of code, Use 

case Points, Object Points, Story Points, and functional size with Function Points.  

Huijgens et al. [5] conducted a structured survey of 336 Functional size measurement (FSM) 

specialists who concurred that automated FSM from source code is important, but challenging. Most 

respondents think that automated FSM will help measurement specialists and decision-makers. In this 

survey, COSMIC was the preferred FSM method for automation, followed by IFPUG and NESMA. 

The respondents considered automated FSM to be most suitable for baseline, benchmarking, 

maintenance, and legacy purposes. 

Compared with other options, the COSMIC functional size measurement (FSM) method is 

designed according to basic software engineering and metrology principles and is technology-
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independent. Two main software artifacts are generally used to measure the functional size of a piece 

of software [6, 7]: requirement documents in the early development stages and lines of code once the 

code has been developed.  

Applying FSM procedures manually is time-consuming, which is problematic for organizations 

with a large number of projects to measure in a very short time, either for project estimation purposes 

or productivity studies [8]. In addition, the manual application of FSM to a very large set of source 

code inputs requires specialized expertise when there are a variety of languages in which the source 

code has been implemented. 

There are main ways to automate functional size measurement [7]: 

1. Automate requirements analysis – with measurement based on key words and grammar 

patterns. 

 Input is a set of textual or modeled requirements ; 

 Output is the functional size measured ; 

 An example is the automated COSMIC function points (CFP) size measurement from UML 

models in [9, 10, 11]. 

2. Automated code analysis: 

 Input is source code; 

 Output is the functional size measured; 

 Here, lines of code measurement are usually automated against the standards and best 

practices in any specific language, rather than on the quality of a specific piece of code. An 

example is the automated COSMIC CFP size measurement from Java source code [12, 13, 14, 15]. 

In practice, there is a number of challenges to automated FSM: 

 The requirements are almost always partial, incomplete, and ambiguous. The requirements do 

not describe the full scope of the functionality of the software with all the necessary functional 

details [16]. As a project progresses, the requirements will be detailed and changed as the project 

moves through the life cycle. 

 While FSM methods are technology-independent, an automation design is required to handle 

the specifics of each programming language. 

The most common reason for measuring the functional size of software from the source code is to 

develop a baseline of the relationship between size and effort in the form of an estimation model 

based on functional size [17]. Moreover, the size measured from the source code reflects what has 

been delivered with more accuracy than the incomplete and ambiguous requirements. 

The C programming language was created by Dennis Ritchie at the former Bell Laboratories in 

1972 [18]. The C programming language was the most popular programming language from 1965 to 

2020 [19], and as of January 1, 2022, it is in second position after the Python language [20]. For 

example, Linux and Windows kernels are largely developed in the C programming language. In this 

study, we focused on the automated measurement of the COSMIC CFP from C programs using regular 

expressions. 

This study provides the first automated FSM from the source code using regular expressions. The 

current study focuses on the design and implementation of an automated FSM for C programs based on 

COSMIC ISO 19761 method. The automated measurement tool can be useful for organizations and 

practitioners. 

The remainder of this paper is organized as follows. Section 2 presents an overview of related work 

on the COSMIC FSM method and its measurement automation to date. Section 3 presents the proposed 

automated measurement procedure for sizing C programs using the COSMIC rules and regular 

expressions. Section 4 presents the automated measurement prototype. Section 5 concludes the paper 

with directions for future research. 

2. Related work 
2.1. Benefits for sizing software with COSMIC – ISO 19761 



Over the past few decades, several FSM methods have been proposed, such as FPA [21], MkII 

[22], NESMA [23], FisMA [24], and COSMIC [25]. The most common reason for measuring 

software size is to estimate the effort or cost of development. Measuring software sizes can be 

valuable for many purposes other than project estimation, as discussed in Sneed [26] and Symons 

[27]. 

Several studies have shown the quality of COSMIC as an FSM method. For instance, it has been 

shown to perform better than Story Points when it comes to building effort estimation models and 

productivity within an agile context [28, 29]. Di Martino et al. [30] empirically investigated the 

performance of COSMIC and FPA methods for effort estimation of web applications: based on two 

empirical studies using 25 web applications, they found that COSMIC outperformed FPA for effort 

estimation. Symons et al. [31] demonstrated that these challenges for software project control and 

estimating upcoming activities have been achieved through the advances made by the COSMIC 

community over the years. The flexibility of the COSMIC method makes it possible to measure any 

type of software and is used around the world. 

This motivated the current choice of COSMIC as a measurement method to design automated 

functional size measurements for C programs. The COSMIC method defines four types of data 

movement as follows: 

1. ENTRY: A data movement that moves a data group from a functional user across the 

boundary into the functional process where it is required.  

2. EXIT: A data movement that moves a data group from a functional process across the 

boundary to the functional user that requires it. 

3. READ:  A data movement that moves a data group from persistent storage to the functional 

process that requires it.  

4. WRITE: Data movement that moves a data group from inside a functional process to 

persistent storage. 

2.2. Functional size measurement automation in the literature 

To address FSM automation issues, several papers have been published on COSMIC-based 

measurement automation, both from requirement and source code analyses. An example of the latter 

is the study by Soubra et al. [8] on an approach for a theoretical ‘universal’ tool based on COSMIC 

ISO 19761 for the automated measurement of software written in different programming languages. 

Their work included a prototype tool based on COSMIC and MIPS, with a small-scale validation, and 

was limited to a specific release of the MIPS architecture and a specific instruction set.  

Ahmed et al. [6] proposed an FSM procedure based on COSMIC ISO 19761 to measure software 

artifacts expressed in the ARM's base 32-bit assembly code. They introduced an automated 

measurement tool prototype that can produce the functional size in the CFP of an ARM program, but 

did not include all ARM instructions. 

From a comparison and lessons learned from their previous studies [12, 13, 14], Tarhan et al. [32] 

derived an operational scenario for automated FSM from software code and proposed a set of 

requirements that must be considered in automation. The authors replicated the study in [33] by 

developing a tool called “COSMIC Solver” for Java Business Applications (JBA), and their results 

indicated that CFPs measured manually and automatically converged at 77%.  

Chamkha et al. [15] proposed a “JavaCFP” plugin tool for measuring the COSMIC functional size 

of Java source code being developed. Their measurement tool can be used to control the completeness 

of the implemented functionality against specified requirements, to identify deviations, and to 

generate progress reports on the implementation of new functions. Sahab et al. [17] developed a 

CFP4J library to automate COSMIC functional size measurements from Java web applications using 

the Spring Web MVC framework. Their contribution lies in defining mapping rules from code and a 

publicly available software library to automate the COSMIC functional size of Java web applications 

that use the Spring MVC framework. 

Ungan et al. [34] presented ScopeMaster®, the first commercial tool to perform COSMIC 

measurement on a set of free-form textual requirements in English. ScopeMaster performs several 

successive steps of analysis, individually and collectively, on the textual requirements to detect 



candidate COSMIC Objects of Interest, potential functional users, potential data movements, and 

potential defects. The details of how ScopeMaster® performs these techniques are proprietary and are 

protected by a pending patent application; however, the measurement results are fully transparent. 

Bagriyanik et al. [35] proposed an ontology model for transforming requirements into COSMIC 

function point method concepts, and a method was developed to automatically measure the functional 

size of software using the designed ontology. To validate their method, they implemented a software 

application using requirement data from several real projects. Their findings indicated that manual 

and automated measurement results were in agreement.  

Meiliana et al. [11] used the XML structure of the UML sequence diagram to automate software 

size measurements. Functional size was measured using the COSMIC method, while structural size 

was calculated based on the control structures in sequence diagrams. 

Zaw et al. [36] proposed an automated software size measurement tool, including a generation 

model based on UML, SysML, and Petri nets. General mapping rules between the COSMIC FSM and 

a generation model to measure the size of the software have been proposed.  

Sellami et al. [37] designed an extended sizing method by considering the structural aspects of a 

sequence diagram to quantify its size. These functional and structural sizes can then be used as 

distinct independent variables to improve the effort estimation models. Their findings showed that the 

size of sequence diagrams can be measured from two perspectives, both functional and structural, and 

at different levels of granularity with distinct measurement units. The authors refined their previous 

study through the assessment of the nested (multi-level) control structures in the sequence diagram 

and a web site case study “Digital-Training Center” were used to depict and apply the proposed 

measurement algorithms [38].  

Abrahão et al. [39] defined a measurement procedure (OO-HCFP) for Object-Oriented 

Hypermedia method (OO-H) web applications based on COSMIC. They argued that the results 

obtained using their proposed approach were more accurate than those obtained using other 

measurement approaches based on function points and design measures.  

De Vito et al. [40] provided a measurement procedure to derive the COSMIC functional size from 

UML software artifacts, and developed a prototype tool (J-UML COSMIC). To assess the 

measurement procedure, they carried out two case studies and compared the measurement results 

provided by the tool with those obtained by experts by applying the standard COSMIC method. They 

concluded that the tool allowed incremental accurate measurements to be obtained when new or 

existing models were considered. 

In summary, a number of studies have proposed COSMIC FSM automation, but none yet have 

proposed, to the best of our knowledge, an automated measurement solution for C programs. This 

motivated the present study. 

3. COSMIC FSM procedure for sizing C programs 

This section presents an overview of C program structure and the proposed measurement 

approach. 

3.1. Overview of C program structure 

The general structure of the C program can be represented in a simplified form as follows (Figure 

1): 
  
[Preprocessor directives] 
[Secondary functions] 
int main(void){ 
Declaration of internal variables  
Instructions 
return 0;} 
 

Figure 1: A simplified form of a C program 
 



The preprocessor directives are used to include libraries, and the secondary functions represent 

subprograms, either procedures or functions. A subprogram is defined as a block of code that has a 

name and consists of a sequence of instructions that perform a specific task. The main program is a 

procedure that governs the operation of the program. 

In this study, a C program was represented as a function. These functions consist of two main 

elements: 

 Function header, where the name, type of input parameters, and type of output value are 

defined; 

 The body of the function where variables are defined, and all instructions are executed. 

These information will serve as guidelines for the mapping of COSMIC to C programs. The 

structure of the C function is represented in a simplified form as follows (Figure 2): 
 
type function_name(arguments){ 
declarations of internal variables 
instructions 
} 

Figure 2: A simplified form of a function 

3.2. The proposed approach: mapping COSMIC to C program 

The purpose of this procedure is to apply the COSMIC method to the source code of programs 

written in C, for either effort estimation or productivity studies. We considered the whole set of 

functional user requirements (FUR) expressed within a C program; therefore, the measurement scope 

is the whole program written in C. We used a detailed functional process at the granularity level. 

Our COSMIC mapping process can be summarized by the identification of: 

 Functional process: a C function is considered as a functional process. 

 Data group: A data group consists of a unique set of data attributes that describe a single 

object of interest. We assumed that each variable could be considered as a data group. 

 Data movements: There were four data movement types: ENTRY, EXIT, READ, and 

WRITE. 

Table 1 lists the proposed mapping rules between the COSMIC concepts and the elements of a 

function. Any input parameter of a function should be mapped to COSMIC ENTRY (E) data 

movements and the output of a function should be mapped to COSMIC EXIT(X) data movements. 

For READ (R) and WRITE (W) COSMIC data movements, any assignment to a variable 

(respectively from a variable) should be mapped to WRITE (W), ), (respectively a READ (R) and 

WRITE (W)) WRITE (R) COSMIC data movements can also be linked to the initializations of 

variables during their declaration.    

 

Table 1 
Rules for identifying data movements in a C program 

COSMICS Concepts Elements of C program 

ENTRY data movement Identify an ENTRY (E) for each input parameter of a 
function. The number of parameters of a function 

corresponds to the number of ENTRY data movements. 
EXIT data movement An EXIT (X) corresponds to the value returned by a 

function.  If there are several functions in a program, each 
output of a function is an EXIT data movement. 

READ data movement Identify a READ (R) during operations. Each variable read 
to carry out a processing corresponds to the READ (R) data 

movement. 
READ data movement When the scanf function is called, it also corresponds to 

a READ (R). 
WRITE data movement Each printf function corresponds to a WRITE (W). 



WRITE data movement Identify a WRITE (W) during assignment operations. Each 
assignment is a WRITE (W). 

WRITE data movement The initialization of a variable is also considered as a 
WRITE (W) data movement. Therefore, each initialization 

corresponds to a WRITE (W). 

 

As described in Section 3.1, a function consists of two main elements: the function header and the 

body of a function. Table 2 presents the mapping of COSMIC to the C program instructions and their 

corresponding regular expressions. 

 

Table 2 
Mapping COSMIC Data movements to C program instructions using regular expressions 
 

Instructions Data movements Regular expressions 

Definition of the function 
header 

ENTRY data movements (([a-
z]+)\s+(\w+)\s*(\(((\s*\w*\s+\w*(\s*

\,| \s*))*| \s*(\w*)\s*)\))) 
Assignment with 

constant values 
One WRITE (1W) ((\w*)\s*\(=)\s*([0-9.]+|[’\”][a-zA-

Z]+[’\”])\s* \;) 
Assignment with variable 

values 
One READ (1R), one 

WRITE (W) 
((\w*)\s*\(=)\s*([a-zA-Z]+)\s* \;) 

Arithmetic instruction Two READ (2R), one 
WRITE (W) 

((\w*)\s*\(=)\s*(([a-zA-
Z]+)\s*(\+|\-|\*|\/|\%)\s*([a-

zAZ]+))\s* \;) 
Increment One READ (1R), one 

WRITE (W) 
((\w+)\s*(=)\s*(((\w+)\s*(\+|\-

|\*|\/)\s*([0-
9.]+))|(([09.]+)\s*(\+|\|\*|\/)\s*(\w+

)))\s*\;)|((\w+)\s*((\+|\-
|\*|\/)\s*=)\s*([0-9.]+)\s* ) 

Logical expressions Type 
1 (between variable and  

constant) 

One READ (1R) (([a-zA-Z]+\s*(\<|\> |\6| \> | 
\==|\!=)\s*[0-9.]+)| ([0-

9.]+\s*(\<|\>|\6| \> | \==|\!=)\s*[a-
zA-Z]+)) 

Logical expressions Type 
2 (between variable and  

variable) 

Two READ (2R) (([a-zA-Z]+)\s*(\<|\> |\6| \> | 
\==|\!=)\s*([a-zA-Z]+)) 

Read One READ (1R) ((scanf)\s*\([”\’][a-zA-Z0-
9.%]+[”\’]\s*\,\s*(.*?)+\)\s*\;) 

write one WRITE (W) ((printf)\s*\([”\’](.*?)*[”\’](.*?)*\)
\s*\;) 

4. Automated measurement tool prototype 

This section presents the approach used to build the measurement tool prototype based on the 

COSMIC C-mapping rules defined in Section 3. 

4.1. Tool architecture and description of the algorithm 

The tool prototype is aimed at automating the COSMIC FSM from a C program file, visualizing it, 

and saving the measurement results. The general architecture of the tool comprises three modules 

(Figure 3). 



1. Graphical user interface (GUI) module: This module allows a user to select a C program file 

to measure, visualize, and save the measurement results. 

2. Filtering and data extraction module: This module is organized into two parts. The first part 

extracts all the function headers defined in the program to identify the ENTRY and EXIT data 

movements. The second part groups instructions per category. Persistent storage exists in this 

module. 

3. Measurement module: This module contains a list of the identified data movements. In 

addition, the numerical values are assigned to each data movement (one CFP per COSMIC data 

movement), and then the aggregation of all the identified CFP is made. 

 

 
Figure 3: A simplified architecture of the COSMIC-C tool prototype 

 

The algorithm describing the tool functions is shown in Figure 4. 

 

Algorithm: Measurement process  

 Input: C program file 

 Outputs: size in CFP 

 Begin 

 { 

    1. Read file 

    2. Identify all functional processes  

    3. For Each functional process: 
           For each output parameter:  
                count 1 EXIT (X) 
           For each input parameter:    
               (If there are two separated words with at least one space then count 1 ENTRY (E)  
                 If there are comas, then  ENTRY <– Count (number of comas) + 1)    
           

           For each body of the function: 

                If the instruction is the initialization, then count 1 WRITE (W) 
                If the instruction is an arithmetic instruction, then count 2 READ (R) and 1 WRITE (W) 

                If the instruction is an value assignment to a variable, then count 1 WRITE (W) 

                If the instruction is an variable assignment to a variable,  then count 1 READ (R) and 1 
                 WRITE (W)  
              If the instruction is an logical expressions Type 1 (between variable and  constant), then      
                 Count 1 READ (R)  
              If the instruction is an logical expressions Type 2 (between variable and  variable), then      
                 Count 2 READ (R)  
              If the instruction is an increment, then count 1 READ (R) and 1 WRITE (W)  

                If the instruction is printf, then count 1 WRITE (W) 

                If the instruction is the scanf, then count 1 READ (R) 

    4. Add ENTRIES, EXITS, READS and WRITES from step 3.   

    5. Aggregate the CFP for all functional processes 

 } 

 End 

Figure 4: Algorithm of measurement process 
 

 



4.2. Validation of the prototype 

The automated measurement tool prototype was implemented using Python language. As a test 

case example, the source code of the C program, as shown in Figure 5, was used. 

 

 

Figure 5: Content of the C program file used for testing the automation prototype 

Figure 6 shows the automated measurement results for all COSMIC data movements from the C 

program file. 

 

 

Figure 6: CFP automated measurement results 



As shown in Figure 6, the tool identified 6 entries, 4 exits, 15 reads, and 20 writes from the C 

program file. The total number of COSMIC function points of the program was 45 CFP. Table 3 

presents the corresponding manual measurement results for the same program using the COSMIC 

ISO 19761 method. Three people performed manual measurements, and one of them was a certified 

COSMIC measurer. 

Table 3 
CFP manual measurement results 

N° of lines of 
code 

COSMIC data movements Value in CFP 

3 1X, 2E 3 
4 1W 1 
5 2R, 1W 3 
6 1R 1 
8 1E 1 
9 1R 1 

10 1W 1 
12 1W 1 
14 1E, 1X 2 
15 2R 2 
17 1X, 2E 3 
18 1W 1 
20 2R 2 
21 1R, 1W 2 
23 1R, 1W (optional) 2 
25 1R 1 
28 1X 1 
29 2W 2 
30 1W 1 
31 1R 1 
32 1W 1 
33 1R, 1W 2 
34 1R, 1W 2 
35 1W 1 
36 1W 1 
37 1W 1 
38 1R, 1W 2 
40 1W 1 
41 1W 1 
42 1W 1 
30 Total entries: 06; Total exits: 

04; Total reads:15; Total writes: 
20 

Total CFP: 45 

 

From Table 3, the same number of COSMIC function points was obtained from both the 

automated and manual measurements. 

5. Conclusion 

Several studies have shown the importance of FSM automation for the software industry, and 

while there are a number of studies on COSMIC FSM automation for a variety of contexts and 

programming languages, none have tackled automated measurement solutions for C programs. In this 



study, we proposed a measurement procedure for sizing C programs using the COSMIC rules, 

including relevant C regular expressions.  

Next, an automated measurement tool prototype is introduced, with a test example as a case study. 

The measurement results for this automated measurement tool prototype were similar to those 

obtained manually.  Such work on the COSMIC FSM automation of C programs can be useful for 

organizations’ estimation purposes or benchmarking studies.  

Limitations refer to influences or shortcomings that are beyond researchers’ control and place 

restrictions on the methodology and analysis of research data [41]. The limitations of this study 

related to the research problem under investigation are as follows: 

 The proposed prototype tool correctly identified the Main() function as a COSMIC functional 

process. However, this tool does not identify the triggering Entry. However, this limitation should 

be addressed in future studies. 

 Our research relates exclusively to software written in C programming language. 

 A test case example given in this study is relatively simple for both humans and the software 

to handle. More tests should be done on the different data structures.  

This study was limited to software written in C programming language. We plan to extend our 

study to other languages with similar syntax in terms of regular expressions such as Java, JavaScript, 

and Python. We also plan to explore existing tools for lexical analysis to extract COSMIC function 

points from source code. To reveal any limitations or threats to validity of automated measurement 

from source code, we plan to compare the size measured based on the user requirement of the same 

piece of software and the source code. 
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